Task: AI-Assisted Logistics Cleanup & Reconciliation

Timebox: up to 5 hours

Environment: any programming language, command-line program, no UI/DB

Tooling: you may use GPT or other assistants — smart use is part of the test

# Goal

Write a program that:

1. Cleans and normalizes messy order data
2. Plans courier assignments under real constraints
3. Reconciles the plan vs. the actual delivery log
4. Produces deterministic outputs, plus a short AI usage note explaining how you used GPT effectively

# Input Files ( JSON/CSV — keep the schema exactly)

orders.json

Array of orders (notice duplicates, mixed casing, punctuation, and date formats):

[

{

"orderId": " Ord-001 ", "city": "6th of October",

"zoneHint": "6 October- El Montazah",

"address": "6 Oct - El Montazh,, st. 12", "paymentType": "COD",

"productType": "fragile", "weight": 2,

"deadline": "2025-08-12 16:30"

},

{

"orderId": "ord001",

"city": "6 October",

"zoneHint": "6 October-El Montazah", "address": "6th of Oct., El-Montazah st 12", "paymentType": "cod",

"productType": "Fragile", "weight": "2",

"deadline": "2025/08/12 16:30"

},

{

"orderId": "ORD-002.",

"city": "Giza",

"zoneHint": "Dokki",

"address": "12 Dokki St.", "paymentType": "Prepaid",

"productType": "standard",

orderId, courierId, deliveredAt

"weight": 3,

"deadline": "2025-08-12 18:00"

}

]

couriers.json

[

{

"courierId": "Bosta",

"zonesCovered": ["6th of October", "Giza"], "acceptsCOD": true,

"exclusions": ["fragile"], "dailyCapacity": 3,

"priority": 2

},

{

"courierId": "Weevo",

"zonesCovered": ["6th of October", "Dokki", "Giza", "6 October"], "acceptsCOD": true,

"exclusions": [], "dailyCapacity": 4,

"priority": 1

},

{

"courierId": "SafeShip", "zonesCovered": ["Dokki", "Giza"], "acceptsCOD": false,

"exclusions": ["fragile"], "dailyCapacity": 10,

"priority": 3

}

]

zones.csv

Canonical mapping to normalize city/zone variants (you must use this):

raw,canonical

"6 October","6th of October" "6th of Oct.","6th of October" "El Montazah","El Montazah" "El-Montazah","El Montazah" "El Montazh","El Montazah" "Dokki","Dokki"

"Giza","Giza"

log.csv

Actual delivery scans: (same day, local time)

Ord-001,BOSTA,2025-08-12 16:31

ORD-002,Weevo,2025-08-12 17:10

ORD-999,Weevo,2025-08-12 12:00

# Requirements

## Normalize & de-duplicate orders

" Ord-001 "

"ord001"

* + Normalize orderId: trim, uppercase, strip non-alphanumerics at ends ⇒ e.g.

ORD-001

.

and →

* + Normalize city and zoneHint using

zones.csv

* + Coerce fields:

canonical values (case/typo tolerant).

•

paymentType

COD

Prepaid

→ one of or

•

•

•

→ lowercase canonical (e.g.

→ number

productType

fragile

weight

→ parsed datetime (accept both

deadline

,

)

and )

standard

YYYY-MM-DD HH:MM

YYYY/MM/DD HH:MM

* + Detect and merge duplicates (same normalized ):

orderId

* + - Prefer non-empty fields; for conflicting deadlines, keep the earliest.
    - If addresses clearly describe the same location (simple heuristic: normalized strings with distance/edit similarity), treat as one order; otherwise keep the earliest and add a warning describing the conflict.
  + Output

clean\_orders.json

with an optional

array for any dedupe/parse issues.

## Plan courier assignments

"warnings"

For each unique cleaned order, assign one courier that:

city

zoneHint

* + Covers the city/zone (match either normalized

acceptsCOD

productType

or ).

* + Satisfies constraints:

, and

not in .

* + Has enough dailyCapacity remaining (capacity measured by sum of weights).

exclusions

Tie-breakers (in order):

1. Lower value (1 beats 2)

priority

1. Tightest deadline (earlier deadline first)
2. Lowest current assigned load (by total weight)
3. Lexicographical

courierId

Output :

plan.json

{

"assignments": [

{"orderId": "ORD-001", "courierId": "Weevo"},

{"orderId": "ORD-002", "courierId": "Weevo"}

],

"unassigned": [

{"orderId": "ORD-003", "reason": "no\_supported\_courier\_or\_capacity"}

],

"capacityUsage": [

{"courierId": "Bosta", "totalWeight": 0},

{"courierId": "SafeShip", "totalWeight": 0},

{"courierId": "Weevo", "totalWeight": 5}

]

}

## Reconcile plan vs.

log.csv

Detect and output:

* + missing — planned orders not present in the log
  + unexpected — log orders not in

clean\_orders.json

* + duplicate — same log order scanned > 1 time
  + late — delivered after order

deadline

* + misassigned — delivered by a courier different from the planned one
  + overloadedCouriers — any courier whose actual delivered total weight exceeds their capacity

Output :

reconciliation.json

{

"missing": [],

"unexpected": [],

"duplicate": [],

"late": [],

"misassigned": [], "overloadedCouriers": []

}

# Determinism Requirements

* + Sort all IDs and lists alphabetically in outputs.

YYYY-MM-DD HH:MM

YYYY/MM/DD HH:MM

* + Parse both

and .

* + Normalize IDs to uppercase; normalize zones/cities via .

zones.csv

# Public Mini-Tests

## Test 1 — Dedupe + Late + Unexpected + Misassigned

orders.json

couriers.json

zones.csv

log.csv

Use the sample

,

,

,

above.

Expected reconciliation highlights:

* + late by 1 minute (deadline 16:30; delivered 16:31).

ORD-001

* + should be planned to Weevo (Bosta excludes fragile).

ORD-001

ORD-001

* + Log shows

delivered by BOSTA ⇒ misassigned.

* + on time by Weevo.

ORD-002

* + is unexpected.

ORD-999

* + No courier exceeds capacity by actual weights.

Expected ![](data:image/png;base64,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):

{

"missing": [],

"unexpected": ["ORD-999"], "duplicate": [],

"late": ["ORD-001"],

"misassigned": ["ORD-001"], "overloadedCouriers": []

}

## Test 2 — Capacity & Exclusions (planning)

:

orders.json

[

{

"orderId": "A",

"city": "Giza",

"zoneHint": "Dokki",

"address": "x", "paymentType": "COD", "productType": "fragile", "weight": 3,

"deadline": "2025-08-12 18:00"

},

{

"orderId": "B",

"city": "Giza",

"zoneHint": "Dokki",

"address": "x", "paymentType": "COD", "productType": "standard", "weight": 2,

"deadline": "2025-08-12 18:00"

},

{

"orderId": "C",

"city": "Giza",

"zoneHint": "Dokki",

"address": "x", "paymentType": "Prepaid", "productType": "standard", "weight": 6,

"deadline": "2025-08-12 18:00"

}

]

Use the same .

couriers.json

Expected planning:

(fragile COD) → Weevo (Bosta/SafeShip exclude fragile; SafeShip also rejects COD). (COD standard) → Bosta (accepts COD, supports Giza).

(prepaid standard) → SafeShip.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACIAAAAoCAYAAACb3CikAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAl0lEQVRYhe3YIRIDMQxD0chjYJD7nzTAwBsVLdEU1wX+J3gjKJBc917LzKgqJ4n1gwDQ3Ssi0swunuexc87+FeAbaO99LDOjC7HWWiSRmWFV5V2It6py61zjjSSsG/E2EG0g2kC0gWgD0QaiDUQbiDYQbSDaQLSBaAPRBqINRDMA7EYAoLl7dUPcvSwisnMVAIyIxL/cmx8eSlFBfeUR7gAAAABJRU5ErkJggg==)

A

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACIAAAAoCAYAAACb3CikAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAl0lEQVRYhe3YIRIDMQxD0chjYJD7nzTAwBsVLdEU1wX+J3gjKJBc917LzKgqJ4n1gwDQ3Ssi0swunuexc87+FeAbaO99LDOjC7HWWiSRmWFV5V2It6py61zjjSSsG/E2EG0g2kC0gWgD0QaiDUQbiDYQbSDaQLSBaAPRBqINRDMA7EYAoLl7dUPcvSwisnMVAIyIxL/cmx8eSlFBfeUR7gAAAABJRU5ErkJggg==)

B

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACIAAAAoCAYAAACb3CikAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAl0lEQVRYhe3YIRIDMQxD0chjYJD7nzTAwBsVLdEU1wX+J3gjKJBc917LzKgqJ4n1gwDQ3Ssi0swunuexc87+FeAbaO99LDOjC7HWWiSRmWFV5V2It6py61zjjSSsG/E2EG0g2kC0gWgD0QaiDUQbiDYQbSDaQLSBaAPRBqINRDMA7EYAoLl7dUPcvSwisnMVAIyIxL/cmx8eSlFBfeUR7gAAAABJRU5ErkJggg==)

C

Expected (order of arrays may vary; keys sorted within each array is preferred):

{

"assignments": [

{"orderId": "A", "courierId": "Weevo"},

{"orderId": "B", "courierId": "Bosta"},

{"orderId": "C", "courierId": "SafeShip"}

],

"unassigned": [], "capacityUsage": [

{"courierId": "Bosta", "totalWeight": 2},

{"courierId": "SafeShip", "totalWeight": 6},

{"courierId": "Weevo", "totalWeight": 3}

]

}

## Test 3 — Duplicate scans (reconciliation)

:

log.csv

ORD-002,Weevo,2025-08-12 17:10

ORD-002,Weevo,2025-08-12 17:11

Expected ![](data:image/png;base64,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):

{

"missing": [],

"unexpected": [], "duplicate": ["ORD-002"], "late": [],

"misassigned": [],

"overloadedCouriers": []

}

## Test 4 — Zone normalization

"6 Oct"

"6th of Oct."

"6th of October"

Orders with

,

, "6 October" must normalize to

and be assignable

accordingly (no specific output provided; your clean\_orders.json should reflect canonical zones).

Deliverables

1. Source code in a GitHub repo (any language).

app.js

* + A single entry point (e.g., outputs.

main.py

* + No external APIs, no UI/DB.

/

) that reads the four input files and writes the three

1. [README.md](http://readme.md/) — how to run (exact commands), dependencies, and assumptions.
2. clean\_orders.json (may include )

"warnings": [...]

1. plan.json
2. reconciliation.json
3. [ASSUMPTIONS.md](http://assumptions.md/) — normalization rules, dedupe heuristic, tie-breakers.
4. AI\_NOTES.md (≤1 page) — 2–3 prompts you used with GPT, what you changed and why, and one thing GPT got wrong that you fixed.
5. *(Optional but nice)* or a small script showing your own test cases.

tests/

# Scoring (100)

* + Correctness (40): matches behavior/outputs on public + hidden tests
  + Data Cleaning (20): robust normalization, dedupe, parsing
  + Planning Logic (20): constraints, tie-breakers, capacity usage
  + Reconciliation (10): flags all categories, no false positives
  + Clarity & AI usage (10): clear assumptions; thoughtful GPT usage (AI\_NOTES shows discernment)

# Rules

* + Any language; no external APIs; local program only
  + You may use standard parsing/date libraries
  + Output must be deterministic (if using randomness, fix the seed)

Good luck.